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Abstract

We consider the cutting of rectangular order pieces into stock pieces of specified
width and length. The cutting process involves 3-stages of orthogonal guillotine
cutting: stock pieces are cut into sections that are cut into slits that are cut into
order pieces. Restrictions imposed on the cutting process make the combinatorial
structure of the problem more complex but limit the scope of solution space. The
objective of the problem is mainly to minimize waste, but our model also accounts
for other issues such as aging stock pieces, urgent or optional orders, and fixed setup
costs. Our solution approach involves a nested decomposition of the problem and
the recursive use of the column generation technique: we use a column generation
formulation of the problem (Gilmore and Gomory, 1965) and the cutting pattern
generation subproblem is itself solved using a column generation algorithm. LP-
based lower bound on the minimum cost are computed and, by rounding the LP
solution, a feasible solution and associated upper bound is obtained. This approach
could in principle be used in a branch-and-bound search to solve the problem to
optimality. We report computational results for industrial instances. The algorithm

is being used in industry as a production planning tool.
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Introduction

In cutting stock problems, one has a supply of pieces of stock material on one hand, and
a set of demands for “small” pieces of this material on the other hand. One must satisfy
these demands by cutting the required pieces out of the stock pieces. The objective is
primarily to minimize the waste that is counted as the unused part of used pieces of stock
material. A solution is given by a set of feasible cutting patterns, i.e. assortments of order
pieces that can be cut out of a given piece of stock material, such that their accumulated

production of ordered pieces covers the demands.

The specific problem considered here is 2-dimensional cutting problem where the stock
and order pieces are rectangle area of specified width and length. The cutting process
involves 3-stages and uses orthogonal guillotine cut only, i.e. cuts parallel to a side of
the piece being cut, going from one edge of the piece to the opposite edge. In the first
stage, stock pieces are cut into sections. The sections are then cut into slits. And, in
the final stage, the slits are cut into order pieces. However, one has the possibility of not
using the full length of a stock piece and to reserve the remaining part for later use, i.e.
the remaining part returns to the stock. Thus, for our problem, one must decide what
is the optimal length to be used out of the stock pieces while, in standard cutting stock

problems, the used length of the stock pieces is fixed.

In the practical application that has motivated this study there are rather stringent

restrictions that limit the scope of solution space:

i. The number of sections that can be cut in a stock piece is bounded: let U be that

upper bound.

ii. The length of a section is bounded up due to a technical limitation of the cutting

machine: let L™* denote the maximal section length.

iii. If part of a stock piece is returned to stock, it must be of length greater than a

minimum, which we denote by L™?".

iv. Due to order handling considerations, a slit can only include pieces of the same
order and a section involve no more than 2 different types of slits (and hence no

more that 2 different order types).

v. Due to the limitation on the number of knifes that can be accommodated on the

cutting machine, the number of slits in any section is bounded by .



The cutting process involves four types of waste (as illustrated in Figure 1):

1. If the sections that make a cutting pattern have a total length smaller than the
stock piece length but the unused length is too small to be returned to stock (i.e.
the unused length is less than L™™) | then the unused part of the stock piece is
counted as waste.

2. Each section involves some setup waste which corresponds to the part of the section
length that is required to hold the piece of material at both end and another part
required to test the correct positions of the knifes used to cut the slits. The total

section length wasted in a setup is denoted L*“.

3. The length of a section is the length of its longest slit plus the setup waste length.
When the slits making up a section have different lengths, there is therefore a third
kind of waste referred to as vertical waste, which corresponds to the wasted area at
the end of each short slits.

4. Finally, when the slits making up a section have a total width smaller than the stock

piece width, there is a wasted slit of material referred to as trim-loss.

Another restriction is imposed on the cutting process:

vi. The width of the trim loss in any section must be smaller than the width of the
orders involved in this section, i.e. a section is packed with as many slits of the types
involved as feasible. The length of the vertical waste above any slit of a section must
be smaller than the length of the order piece involved in this slit, i.e. a slit is packed

with as many order pieces as feasible in the available section length.

Restriction (vi) amounts to saying that we only consider mazimal cutting patterns. It
was historically imposed as a “business rule” to avoid the criticisms that resulted from
proposing sections where extra order pieces could have obviously been added. It is wel-
come in our approach as it limits further the number of combinations of slit width to be
considered and it implies that the number of order pieces produced in a slit is completely

determined from the section length (and vice versa).

We make full use of the simplifications implied by the above restrictions in our solution
approach. In particular, restrictions (iv) and (vi) imply that the only section lengths to
consider are those corresponding to integer numbers of lengthwise duplicates of the at
most two orders involved in the section. Our algorithm exploits the fact that all combi-

nations of two order lengths can be obtained from a generating set of small cardinality
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(formed by the elements of a Hilbert basis of the cone of the so-called exchange vectors
— see Weismantel, 1996). Our algorithm also makes some use of brute force enumeration,
considering explicitly each feasible combination of order widths on each stock piece. This
enumeration remains reasonable thanks to restrictions (iv) to (vi) and because, in the
real-life instances that we aim to solve, the number of different order types is reasonably
small, typically between 5 and 25 different order types (with different dimensional speci-

fications), while the number of stock pieces typically remains below 20.

The objective of the problem is mainly to minimize waste. However, our model can
account for other issues such as aging stock pieces, urgent or optional orders, and fixed
setup costs associated with each section:

As it is common in real-life cutting problems, there is a tolerance on the production
of order pieces because deviations from the target demand levels can translate into sig-
nificant waste savings. Thus, there are lower and upper bounds on order productions
instead of specific demands. The order list include all current orders which is often more
than what can be cut out of the available stock pieces. The production lower bounds
are typically set to zero for less urgent orders. They are named optional orders while the
other are called must-make orders. But one cannot know a priori what can feasibly be
cut out of the available stock material and the operator typically defines to many orders
as must-make. Therefore, our model includes penalties for not meeting a lower bound
on order production. If the operator considered an order as an absolute must-make, the
associated penalty is raised automatically by the algorithm until either the order demand

is satisfied or the problem is proved infeasible by bound.

A value is attached to each stock and order pieces. As waste minimization is the pri-
mary objective this value is normally set equal to the surface area of the piece. However,
the operator may want to multiplied this value by a scaling factor to reflect the lesser
value of a stock piece that has been in stock for a long time or the higher value of an
order type that is more urgent for instance. It is also considered that the unused part
of a stock piece that is returned to stock has lost some of its value. All value, cost, and
penalty parameters are given in the units of a surface area for consistency. For instance,
placing a figure on the fixed cost per setup amounts to specifying how much waste one is

prepared to incur in order to avoid an extra setup.

The literature on 2-dimensional cutting stock problems using orthogonal guillotine

cuts includes a few references that can inspire a solution approach to our problem:



Valerio De Carvalho and Guimaraes Rodriges (1994 and 1995) proposed a LP based
heuristic approach to a I-dimensional 2-stage cutting problem where the stock material
(steel rolls) is cut into “intermediate rolls” which are then cut into order rolls: they gener-
ate a priori all feasible intermediate rolls that involve one or several copies of a single order
roll plus two edge trims and they formulate their problem as 1-d cutting stock problem
where the cutting patterns are made of intermediate rolls (a column generation procedure
is used to solve the LP formulation where the pricing subproblem is a knapsack problem

whose items correspond to intermediate rolls).

Riehme, Scheithauer, Terno (1996) construct solutions to 2-dimensional 1-stage guil-
lotine cutting problems in two steps: first they aggregate the stock pieces sharing the
same width W into one long piece and, along the length of each aggregated stock piece,
they cut horizontal strips of width W that are made of order pieces so as to cover the
order demands (this is solved approximately as a variant of the 1-d CSP where the cutting
patterns correspond to feasible strips of varying length and the total length of the selected
strips cannot exceed the available aggregate stock piece length). Then, in the second step,
the selected strips become “order pieces” that must be cut into the initial stock pieces

(this is solved approximately as another 1-d CSP).

Beasley (1985) proposes an exact optimisation based algorithm to find heuristic solu-
tion for the 2-dimensional n-stages cutting stock problem: he generates a priori cutting
patterns with best value (difference between order piece value and stock piece value)
using the dynamic programming procedure of Gilmore and Gomory (1966) for an unlim-
ited production of order pieces; then, he formulates the cutting problem in terms of this
subset of cutting patterns (plus some heuristically generated patterns) and he obtains a

feasible solution to the problem by rounding the LP solution of this restricted formulation.

The trend that arises from these references is the use of a staged approach and a priori
generation to reduce the problem to solving 1-dimensional problems. We shall push these
ideas further.



1 Outline of the approach

We have developed an approximate solution method for our 2-dimensional 3-stages cut-
ting problem that is based on a nested decomposition of the problem. The first layer of
decomposition leads to considering the subproblem associated with the generation of a
feasible cutting pattern for a given stock piece. The problem of cutting pattern generation
is it-self decomposed into subproblems associated with the generation of sections. The
third layer of decomposition consists in seeing the generation of a section as the selection
of a horizontal combination of orders that can fit along the width of the stock piece and
the selection of a section length. Thus, order pieces are combined into horizontal combi-
nations, which are used to generate sections, and sections are used to generate the cutting
patterns that compose a solution to the cutting problem. The generations of horizontal
combinations is done a priori by brute force enumeration. As argued in the introduction,
their number is reasonably small in the instances we need to consider. However, the
number of feasible sections and cutting patterns are huge. Hence, they must be handled

implicitly using a column generation technique.

Thus, the cutting problem is formulated implicitly as an integer program whose
columns correspond to feasible cutting patterns. A nested column generation algorithm is
used to compute the linear programming lower bound on the minimum cost. By that we
mean that the column generation subproblem is itself solved using a column generation
procedure. l.e., the subproblem that consists in generating a cutting pattern with mini-
mum reduced cost is formulated as an bounded integer knapsack problem whose columns
correspond to feasible sections. The feasible sections are generated dynamically as the
solutions of the sub-sub-problem where a section with maximum ratio of value per unit
of stock length used is generated (for each feasible horizontal combinations of orders, we
optimize the section length). The section generation subproblem is solved exactly, but the
cutting pattern generation subproblem is only solved approximately: we compute lower
and upper bounds on the minimum reduced cost of a cutting pattern. The lower bounds
on the pattern reduced costs give rise to a Lagrangian bound on the cutting problem
that is a lower estimate of the LP bound. Then, a rounding heuristic is used to generate
incumbent feasible solutions to the cutting problem. In principle, this approach can be

used at each node of a branch-and-bound tree to solve the problem to optimality.

The rest of this paper is organized so as to present each level of the embedded de-
composition in turn: Section 2 presents the formulation of our cutting problem and the
column generation approach used to solve it. Section 3 presents the column generation



subproblem and our approach to it. In Section 4, we define horizontal combinations and
show how a section with optimal value per unit of length can be generated from a given
horizontal combination. The section length can be optimized using a greedy algorithm
once one observes that all vertical combinations of two order lengths can be obtained from
a generating set. From the generation of sections with best value per unit of length for
a given horizontal combination, we go on to the generation of multiple sections involving
one horizontal combination, which we call partial cutting pattern, and to the generation of
cutting patterns mixing different horizontal combinations (Section 5). Section 6 presents
the rounding heuristic. We then summarize the overall algorithm in Section 7 and present
some computational results on real-life problems. Finally, we say how our model could
be extended to other problem variants and how the algorithm could be used in a branch-
and-bound search. And we conclude by outlying the strong points of our approach that

gave rise to an optimiser used in industry.

2 Solving the Cutting Problem

In the mathematical programming formulations of our problem and its subproblems, we
use the following notations. The stock pieces are indexed by £k = 1,..., K. For each stock
piece k, W, and Lj denote respectively its width and length, V} denotes its value (nor-
mally, we set Vi, = Wy, L), and r denotes the value per unit of length of a part returned
to stock (rx < Vi/Lg). The order pieces are indexed by i = 1,...,n. For each order
piece %, w; and [; denote respectively its width and length, d; and d; denote respectively
the lower and the upper bound on its production, v; denotes its value (normally, we set
v; = w; l;), and p; denotes the penalty per unit short of the required production (we can
set p; = 10 v;, for instance). Let f** denote the fixed cost per section. Notations for the

parameters of the cutting process were introduced above.

In the standard formulation of 1-dimensional cutting stock problems, one defines vari-
ables associated with the selection of feasible cutting patterns. This extensive formulation
due to Gilmore and Gomory (1961-1963) involves a number of variables that is exponen-
tial in n but its LP relaxation provides typically much better bound than an alternative
compact formulation using a polynomial number of variables that describe the compo-
sition of cutting patterns. The large number of variables can be dealt with implicitly
using a column generation procedure: i.e., the columns and associated variables are gen-

erated in the course of the optimisation if and when they are likely to enter in the solution.



Gilmore and Gomory (1965) showed that a similar column generation formulation
could be used for 2-dimensional problem as well. However, the generation of the feasible
cutting patterns is more complex. Assuming that (), represent the set of feasible cutting
patterns for stock piece k, we associate a binary variable /\’; to each element ¢ of () that
takes value 1 if cutting pattern ¢ € Q) is chosen to cut stock piece k and zero otherwise.
For convenience, the notation g is used to denote both the index of the element ¢ € )} and
the vector in IN" defining the production of cutting pattern ¢ € () whose components g;
represent the number of cut order piece ¢ in this cutting pattern. Moreover, L’; denotes
the length of the part of the stock piece k£ that is returned to stock in cutting pattern
q € Q% n’; denotes the number of sections in cutting pattern ¢ € Q*, and c’; denotes its
cost:

cﬁsz—rkL’;—i-fS“nlq“—Zviqi.
i

Then, our problem takes the form

K n
Z = min > C]; )\I;‘]“Zpiui (1)

k=1q€eQy =1
[M] s.t. (2)
- k
> Z%’)\q > d; — Vi=1,...,n (3)
k=1 q€Qyg
K
> D g < d Vi=1,....n (4
k=1 q€Qy
k
Z/\q <1 Vk=1,....K (5)
q€Qk
A€ {0,1} Vik=1,...,K, ¢ € Q.
u; > 0 Vi=1,...,n

where the variable u; denotes the number of unit short from the lower bound requirement
on the production of order 7. In a column generation approach, this formulation of the

global problem is traditionally referred to as the master problem, M.

We obtain a lower bound on our problem by computing a lower estimate of the LP
relaxation value of the above formulation, using a column generation procedure. At an
intermediate stage of the procedure, we have only a subset of the feasible cutting patterns
for each stock piece (those generated so far). We solve the LP relaxation of the formula-
tion restricted to those known patterns only (called the restricted master problem). We

record the dual solution of this restricted formulation: let us denote by = € IR}, u € IR,
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and o € IR the dual variables respectively associated with constraints (3), (4), and (5).
With this set of dual prices, we compute a lower and an upper bound on the minimum
reduced cost of any cutting pattern for each stock piece k, i.e. we solve the pricing sub-

problems approximately.

The reduced cost of a cutting pattern q € )y is

n
T'Cq ZCq —Z(m—,ui) g; + o -
i=1
Thus, we compute a lower bound r¢* and an upper bound 7©* on the optimal solution of

each subproblems
min{rc} : ¢ € Qx} (6)

for Kk = 1,...K. The lower bound r¢* is based on the LP solution of a relaxation of
the subproblem (6), while the upper bound 7e* is obtained using a greedy heuristic that
constructs a feasible solution to (6). If the reduced cost 7" is negative, the associated
cutting pattern is added to the current master formulation. On the other hand, the
reduced cost lower bounds rc* are used to compute a Lagrangian bound on the master
problem (see Vanderbeck and Wolsey, 1996):

K
L(ﬂ-alu’ao-) :Z[?P_Zmlc J (7)
k=1

where ZE, denotes the objective value of the current LP solution to the restricted master

problem.

We initialize the master formulation with one cutting pattern for each stock sheet that
we obtained as the greedy solution to the pricing subproblem (6) for (m,u,0) = 0. The
restricted master formulation always admits a feasible solutions thanks to the presence of
variables u;’s. We then iterate on the column generation procedure that we just outlined
and we record the best intermediate lower bound on the master LP value:

LB = max {L(mp0)}, (8)
where D is the set of dual solutions of the restricted master LP that were obtained at
intermediate iterations. The column generation procedure is ended either when we obtain
LB = ZE, proving that the current LP solution is optimal for the unrestricted master
problem (Vanderbeck and Wolsey 1996), or when the current column generation iteration

has produced no feasible cutting pattern with negative reduced cost — then, the current



lower bound LB may only be a lower approximation of the master LP solution. In any
case, a rounding heuristic is then used to construct feasible solutions to the master inte-
ger problem as explained in Section 6. Below we explain how we obtain lower and upper

bounds on subproblems (6).

3 The column generation subproblem

If we exclude the constants, the pricing subproblem (6) for stock sheet & takes the form:
Uy = max{d (v;+m — ;) g + 7 Ly — f* 0k g€ Qi}, (9)

where orders for which (v; + m; — p;) < 0 can be ignored. Our approach to solving prob-
lem (9) is similar to the approach used to tackle the master problem (2). We give a
formulation of ), in terms of variables associated with the selection of feasible sections.

We solve approximately the LP relaxation of that exponential size formulation using a
k

column generation procedure. This gives us an upper bound on vy ..

We then apply a
greedy heuristic that makes use of the LP solution to obtain a lower bound and associated

incumbent solution.

Let Sk be the set of feasible sections that can be cut in stock piece k. To each section
s € S, we associate a variable x; that denotes the number of copies of section s chosen
in the cutting pattern that is being constructed. Moreover, let L, denote the length of
section s, and let ¢° € IN™ be an integer vector whose components ¢ indicate the number
of order pieces cut in section s for each order i = 1,...,n. Then, problem (9) can be
formulated as

n

o =max il + Y O (vitm— ) @ — )z
SESE 1=1
s. t. (10)
I+ > Lizy, < Ly
SESk
Y gr, < di Vi (11)
SESE
Lmin Yy S [ S Lk: Yy
[ >0
y € {0,1}
x, € IN Vs € Si ,
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where y is a binary variable that takes value 1 if part of the stock piece is returned
to stock in the generated cutting pattern and zero otherwise, and [ is the length of
the part that is returned to stock. As rp > 0, we only consider sections for which
Yo+ mo— ) ¢ > ™. A solution of (I*,y*, z*) of (10) defines a cutting pattern

*

(LE =1, nk =T cs, 2k, 4= Tyes, ¢s %) for stock piece k.

We observe that problem (10) is mostly an integer knapsack problem in variables z;’ s
with additional constraints (11) and the extra issue of an eventual return to stock of part of
the stock piece. The latter issue is resolved by considering separately the optimisation over
solutions with ¥ = 0 and solutions with y = 1. The production upper bound constraints
are relaxed in a Lagrangian fashion to give rise to two bounded knapsack subproblems
(respectively for y = 0 and y = 1):

v’ (v) = max Y QO (it mi— i —vi) g — f)
SES, =1
s. t (12)

ZLsxs < Lk

SESK

d;
N>z, < ug=min {—J Vs € S,
and

v (v) =max 1k (Loin+1) + Y., O (vi+m—pwi—u) g — ™)z,

s€ESE =1
s. t. (13)
Lmin+l+ ZLS:ES < Lk
SESK
[ >0

d;
N>z, < u;=min {—SJ Vs € Sy,
) q’L
where v; denotes the Lagrangian price associated with the relaxation of constraint (11)
for the corresponding ¢ and (L, + 1) now denotes the length of the part returned to
stock. This relaxation of problem (10) yields an upper bound:

vf < max min ){vy(y) +> vidi}.

y=0,1 0<v<(vi+m;—p;

We use a sub-gradient algorithm to perform the optimisation in v: If a production upper
bound is exceeded, we increase the associated v; by « (v; +m; — pu; — v;), while if production

is strictly less than the upper bound, we decrease v; by av;, where 0 < a < 1 is a step size.
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In practise, we stop the sub-gradient algorithm prematurely as soon as the current solu-
tion satisfies constraints (11): Such feasible solution would only be optimal for (10) with
y fixed if it satisfied the complementary slackness conditions: (X scs, ¢ s — d;) v; = 0 Vi;
otherwise, the v;’s could be over-estimates of the optimal Lagrangian prices (which we
try to avoid by choosing a small step size o). However, this heuristic stopping rule yield
relatively few iterations (typically 2 or 3), except at the outset of the algorithm when the
dual prices m; can be relatively high. In the latter case, we stop the optimisation in v
after 10 iterations (anyway, at the outset, the bound (7) would be weak even with we had

the exact values of v*

rax and the associated reduced cost rcy).

At each iteration of the sub-gradient algorithm (initially for v = 0), we would need
to solve the bounded knapsack problems (12) and (13) approximately. The LP re-
laxations can be solved using a greedy heuristic (see Martello and Toth, 1980): con-
sider the sections s in order of non-increasing value per unit of length, v,/L,, where
vs = (0 (vi +m — pi — v;) ¢ — f**) > 0 and fill the knapsack capacity with the most
attractive sections while satisfying their upper bounds. Thus, assuming the sections have
been sorted, the LP solution for (12), f.i., would be z1” = min{(Ly—X>32] L,x5")/Ls, u,}
for s=1...,|S*. An incumbent integer solution can be obtained by taking integer parts
in the above greedy procedure: fi., zi" = min{|(Ly — X532} L, 25*°)/Ls|, u,} for prob-
lem (12). For problem (13), if the current best section ratio is less than the returned
to stock value r, > 0, the remaining capacity of the knapsack will be returned to stock.
Because the cardinality of S* is typically huge and as the feasible sections are not known

a priori, we need to implement such greedy procedures in a column generation framework.

In a column generation approach to solving the LP relaxation of the knapsack problems
(12) and (13), the subproblem consists in generating a feasible section with maximum ratio

of value per length, i.e., it is

(i (v + 1 — i — v4) @ — %)
Ly

1S E Sk} (14)

max{

In the next Section, we present an exact optimization procedure for this subproblem.
Then, in the following section, we say how the dynamic generation of sections can be
integrated into the above greedy procedures to generate upper and lower bounds on the

cutting pattern generation pricing problem.
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4 The generation of sections

Given restrictions (iv) and (v) on the cutting process, building a feasible section for a stock
piece k can be decomposed into choosing a horizontal combination of order, involving at
most N slits and at most 2 order types, that can fit along the width of the stock piece and
then optimize the section length. Moreover, restriction (vi) further limits the number of
feasible horizontal combinations of orders to those yielding a trim loss that is too small to
accommodate an extra slit of the orders involved. Therefore, the set of feasible horizontal

combinations of orders for stock piece k£ can be defined as

H, = {(hl,,hn) e IN™ . W, —min{wi : 5(hz) > O} < szhz < W,

i=1

M- 10

S
Il
—

6(hi) <2}

where §(z) = 1 if £ > 0 and zero otherwise. We generate all the elements of Hy by
enumeration on all singletons and pairs of orders and all feasible number of duplicates for
the first order. Thus, |Hi| € O(n*N). Hence, for a fixed number of knifes, the number of

horizontal combinations of orders is polynomial.

From a given horizontal combination of orders h € Hj, we shall generate a section
whose length is determined by the number of order pieces cut along the length of the
stock piece. For a horizontal combination A involving one order, say h; > 0, while h; = 0
for all j # 4, the section length can only be

Ly, =L"+1;n; forsomen; € {1,...,min{{%J , {MJ} }.

For a horizontal combination involving two orders, say h; > 0 and h; > 0, while hy = 0
for all £ # 7 or j, the section length is determined by the longest slit. We refer to the
order present in the longest slit as the dominant order, say it is 7. Once the dominant
order ¢ is determined, the section length L is thus given by the number n; of duplicates
of 7 as above. The number of duplicates for the second order is then uniquely defined
as n; = |(Ls — L**)/l;| because of restriction (vi). This implies another bound on n;:
n; < [({%J lj)/li-‘. The production of order piece of such a section is ¢f = n; h; (and
q; = nj h; for two-order combinations) while the other components of ¢* are null. Thus,
we have implicitly defined the set Sk.

13



To solve problem (14), we enumerate on the horizontal combinations of orders and, for
each h € Hy, we optimized on L, to obtain the associated section with best ratio of value
per unit of length. For a horizontal combination A involving one order, the optimization
in Ly is trivial: one simply needs to set n; to its maximum feasible value as this allows
to amortize the setup waste and cost on the longest possible length. For a horizontal
combination involving two orders (say ¢ and j where i is the dominant order), we observe
that only a small number of length setting needs to be considered: There are the section
length associated with the pairs (n;, n;) marking the different thresholds beyond which

there is an decrease in vertical waste per unit of length.

For a horizontal combination & involving two orders (i and j), the problem of finding

an optimal section length can be expressed in terms of variables n; and n; that are not

li n;
nj = I
J

if ¢ is the dominant order. Each pair (n;,n;) gives rise to a vertical waste

independent since

T(TLZ‘,TLJ') = (lz n; — lj le) h]' U)j .

Weismantel (1996) has shown that the set of feasible pairs (n;,n;) (which he calls ex-
change vectors) can be generated from a small subset of them, which we denote (nf,n}),
for t = 1,...,T;;. This generating subset defines a Hilbert basis of the cone generated
by the pairs (n;, n;) (for n; unbounded). Thus all feasible exchange vectors can obtained
from the generating set: (n;,n;) = ¥4(nf,n}) y; with y, € IN Vt. The elements (nf,n}),
fort =1,...,T;j, of this generating set are the combinations that give rise to successive
local minima in vertical waste: ie. r(nf,n%) < r(n;,n;) for all (n;,n;) with n; < nf.
Weismantel (1996) also gave a recursive procedure to obtain this generating set and a
procedure to decompose any exchange vector (n;,n;) in the Hilbert basis. Below we give

these procedures which we have adapted to our problem.

Given a horizontal combination involving order 7 and j where 7 is the dominant order,
the generating set {(n,n%)}=1,..r;; can be obtained using the procedure given in Table 1
where (n;,n;) (respectively (m;,m;)) denotes the combination with minimal residuum
rn = n;l; —n;l; (respectively the combination with maximal residuum r,, = m;l; —m; ;)

encountered so far, f is the minimum number of residuum 7, which one must add to

14



residuum 7, to fit an extra unit of j, and

; —mm{{h—iJ,[ | (16)

Having computed the generating set, a vertical combination (n;,n;) can be expressed as
a unique integer combination of its elements, i.e., (n;, n;) = >4(n, n}) y; with y, € IV VA,

using the procedure given in Table 2.

Table 1: Procedure to construct the generating set of all vertical combinations (n;, n;) for

a given horizontal combination involving two orders

Step 0: Let m; =n; = 1.
Let m; = n; = [”l]lJ
Let r, = 1 = 0 l; — nj 1.
Let ¢ = 0.
Step 1: If (n; <=n">), let t =t + 1 and

record (nf,nk) = (n;, n;)

Else, goto Step 4
Step 2: If (r, = 0), goto Step 4
Step 3: Compute f = [lj_”"-‘, then

Tn
the next smallest residuum combination is:
n; = fn;+m; and n; = fn; +m; + 1.
The combination just before it has largest residuum:
m; = (f — 1) n; +m; and m; = (f — 1) n; +m;.
The resulting residuum are ), = f r, + r, — l; and 7], = m; [; — m; ;.
Then, reset (n;,n;) = (nj,n}), rn =1,
(mi, m;) = (m{,m}), rp = 1,,, and Goto Step 1.
Step 4: T;; =t.

We can now explain how to generate a section with best ratio of value per unit of
length from a given horizontal combination, h € Hy, involving two orders ¢ and 7, ¢ being
the dominant order. We construct the generating set of all vertical combination that are
feasible for h, {(n},n})}i=1, . z,, using the above procedure. Each element #, defines what

we call a block whose production yield is

q¢ = h; n! pieces of i and q;- = h; n§ pieces of j. (17)
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Table 2: Procedure to decompose a vertical combination (n;,n;) into the elements of the

generating set.

Step 0: y, = 0Vt. t =T;;.
Step 1: while (nj,n}) > (n;,n;), let y, =0and t =t — 1
Step 2: while (nf,né) <= (n;,ny), (ni,n;) = (ni,n;) — (nf,n;) and v, = y; + 1.

Step 3: If (n;,n;) > (0,0), goto Step 1.

Its value and length are respectively

Ut=(Ui+7Tz'—,Ui—Vi)(If+(Uj+7Tj—Mj—l/j)q;, (18)
L

Ly =l;n; with n} = \‘l—tJ : (19)
J

By construction the elements of the generating set have the property that

r(nf,nl) <r(ni',nth) for t=2,...,T;.

Since element T;; yields the smallest vertical waste, it gives rise to the block with highest
value per unit of length, v;/L;. Hence, it is optimal to take in the section as many copies
of this block as feasible. This yields a section with ratio (vyy, yz,, — f**)/ (L1, yz, + L**)
where yr,; denotes the maximum number of copies of the block based on element T;; that
can fit in a section. Then, one needs to consider the other elements ¢t =7;;, — 1,...,1 in
decreasing order of their index. If adding the block associated with current element in
the section improves the current ratio, i.e. if v;/L, is larger than the current ratio, then
it is optimal to take the largest number of copies of it that can feasibly fit in the section.
Else, the procedure stops, as no more improvement in the value of the section ratio can
be expected.

Observe that the procedure for generating sections from horizontal combinations with
one order is just a special case of the above where there is only one element in the

generating set, i.e. T; = 1, and the associated block entity is defined by

n; =1 while njl =0. (20)

2

In the sequel, we therefore make no notational distinctions between one-order and two-

order sections.

16



5 The generation of cutting patterns

We presented the cutting pattern generation subproblem in Section 3 and concluded that
we would need to be able to generate sections with maximum ratio of value per unit of
length to solve it. We have just seen that a greedy procedure allows to generate a section
that solves problem (14). We can now resume the presentation of the resolution of the

cutting pattern generation subproblem (10).

In fact, to solve the LP relaxation of knapsack problems (12) and (13) using a column
generation procedure, it is not enough to be able to solve subproblem (14). Indeed, once
we have generated a section with best ratio and taken it into the knapsack solution, we
must generate the section with the second best ratio, and at the t** iteration of the greedy
procedure, the candidate section to enter the knapsack solution is that with the #** best
ratio of value per unit of length. It is of course difficult to adapt the section generation
procedure so as to guarantee to generate a section with ¢** best ratio. Instead, we solve a
different formulation of problems (12) and (13) that is amenable to our section generation

procedure.

We said that sections are generated from a fixed horizontal combination. Then, a
section might be replicated in the cutting pattern that we are building, and we might
also include in that cutting pattern other sections generated from the same horizontal
combination but having a different length. Hence, the idea leading to the proposed refor-
mulation is to generate all sections based on a given horizontal combination in one go and
to build a partial cutting pattern out of them. Thus, we define a partial cutting pattern as
a sequence of sections based on the same horizontal combination. The knapsack problems

(12) and (13) can be reformulated in terms of partial cutting patterns.

Let Pi(h) denote the set of feasible partial cutting patterns for stock piece k based on
horizontal combination h € Hy and Py = Upep, Pr(h). Let us define a core subproblem

for the generation of cutting patterns whose formulation is:

n

max rl+ > O (pi+m—pi—vi)G, — [fUn)z

peEP; =1
[core subproblem] s.t. (21)
I+ > Lyz < L (22)
pPEPy
Y z < 1 VheH, (23)
pEP(h)
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I > 0
z, € {0,1} VpeP,

where g;, is the number of pieces of order 7 cut in partial cutting pattern p, while n, is
the number of sections; 7 = r; and L = Ly, — L™ if a return to stock is considered (case
y = 1), otherwise (case y = 0), r = 0, and L = L. Problem (21) is exactly equivalent
to problem (12) or (13) depending on the values of 7 and L (the objective differs by the
constant 7 L™™ in the case y = 1). A solution (z,[) of (21) give rise to a solution (z, ) of
(12) or (13) such that x; = Y-, ny(p) 2, where ny(p) is the number of duplicates of section
s in partial cutting p. Inversely, z, = Ils¢, 6(zs = ns(p)), where 6(a = b) =1is a = b and

zero otherwise.

Problem (21) is a binary knapsack problem with special ordered set constraints (23)
that are disjoint. Its LP relaxation is also solvable by a greedy procedure (Johnson
and Padberg, 1981). The presence of constraints (23) facilitates the greedy solution of
problem (21) using a column generation procedure. Indeed, the LP relaxation can be
solved in two rounds of generation of partial cuttings. The algorithm is given in Table 3,
where v, = (X7, (pi +m — i — v4) @ip — f*" 1), KNLP(P) = max{r | + > ,cpvp Tp :
l+>pepLlyzy, < L; 1 >0, 3, >0Vp e P} is the LP relaxation of a standard binary
knapsack problem that can be solved easily by a greedy algorithm, and x represents the
value per unit of length of the break item in the solution of K NLP(P), i.e. & is the value
of the dual variable associated with the knapsack constraint (22). The second round of
partial cutting generation in Step 2 of the procedure we give in Table 3 accounts for the
fact that the LP solution of a binary knapsack problem with disjoint special ordered sets
will involve a convex combination of two items from the same ordered set if this allows
to assign a greater share of the knapsack capacity to a set with items of large value per
unit of length (see Johnson and Padberg, 1981).

To generate a partial cutting pattern with maximum ratio of value per unit of length
from a given horizontal combination, h € Hy, as it is required in Step 1 and 2 of the
procedure we presented in Table 3, we proceed as we did for the generation of sections.
For each possible value of n, = 1,...,U (where U is the upper bound on the number of
sections in a cutting pattern), we consider filling a part of the stock piece of length no
more than L™® n, with the blocks associated to the elements of the Hilbert basis (blocks
are defined in (17-20)). Starting with the blocks that yield the highest value per unit of
length, we add more blocks as long as it improves the ratio of value per unit of length of

the partial cutting pattern that is being constructed.

18



Table 3: Procedure for solving the LP relaxation of the core subproblem (21).

Step 0: P=0, k =r.

Step 1: For each h € Hy, do:
Solve max{r, = Z—’; : p € Py(h) and rp, > k}.
If a solution p* is found, set P = P U {p*},
solve KNLP(P), and update k.

Step 2: For each h € Hy such that z, =1 in the current

solution of K NLP(P) for some p € Py(h) N P, do:

Solve max{r, = zzl - D€ Py(h) and 1, > K}.
If a solution p* is found, set P = P U {p*} and
solve KN LP(P) with additional constraint 3_,cp, (n) 7p < 1

and update k.

1 —Up

This generation procedure will only produce what we call pseudo partial cuttings. A
pseudo partial cutting pattern is a real partial cutting pattern only if the blocks forming
it can be partitioned into n, sections of length less than L™*. The procedure used to
generate pseudo partial cuttings does not guarantee that such partition is feasible, even
though the blocks have typically a small length and in any case smaller than L™ (see
(16)). In fact, checking that a pseudo partial cutting can give rise to a real partial cutting
pattern amounts to solving a bin packing problem (with bins of size L™*); thus, it is
NP-complete. We do not perform such a check. Instead, we solve problem (21) over the
set of pseudo partial cuttings, P| O Pj. Since we consider a relaxation of the problem,

the LP bound that we obtain is still a valid upper bound on problem (21).

To obtain a lower bound on problem (21) and, in the process, to generate a feasible
cutting pattern, we use a greedy heuristic based on the dynamic generation of sections.
Thus, we consider the case y = 0 and y = 1 separately and we construct a feasible solution
by iteratively generating and incorporating the section with the best ratio from amongst
all sections that can fit in the remaining length of the stock piece and that have an order
production that does not exceed the remaining gap to the production upper bounds (so
as to satisfy constraints (11)). This attempt at constructing a good cutting pattern is
performed after the sub-gradient optimisation, since we found that having good values for

the v penalties helps in generating good sections that covers all type of orders. A second
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heuristic is used that differs from the first one by the first sections that is incorporated:
we initially put into the cutting pattern the section that was the break item in the LP
solution of the knapsack problem (21). Applying these two heuristics to knapsack problem

(12 or 13) amounts to enumerating over a core of size 1 (Pisinger, 1999).

6 The rounding heuristic

Good feasible solution to our cutting problem are obtained from LP solutions of the
restricted master problem (2) using a rounding procedure: we round-up the master vari-
ables that has the largest fractional part in the LP solution. After fixing a binary variable
of (2) to one, we consider the residual problem with the remaining demands and stock
pieces and we return to the column generation solution of the LP relaxation of the master
formulation associated with the residual problem. It is indeed important to combine the
rounding procedure with a dynamic generation of further cutting patterns because the set
of cutting patterns generated for the LP solution of the original problem might not con-
tain an integer solution to the residual problem that avoids penalties for under-production
even when one exists. Hence, proceeding to do column generation for the residual prob-
lem allows to generate cutting patterns that complement the partial solution while their
production levels is within the admissible interval on the residual demands. The idea of
concentrating the optimisation on a residual problem, having fixed part of the solution, is
often encountered in the literature on cutting problems. The combination of the rounding
procedure with column generation was used for the 1-dimensional cutting stock problem
in Vanderbeck (1996).

We go through several passes of the rounding heuristic (typically 3 to 5), each pass
differs by what cutting pattern is the first to be rounded up. The rounding procedure first
fix to their current value any master variable that is integer in the LP solution. Then,
on the ¢ pass, the first variable to be rounded up is that with the largest fractional part
from amongst those that were not rounded up first in any previous passes 1,...,t — 1
(this insures some diversity in the heuristic search). Subsequently, we round up that
variable with the largest fractional part, after having fixed the variables that happen to
be integer. Each time a variable is fixed, the upper and lower bounds on productions
are updated and all cutting patterns with an order production that violates a production
upper bound or that concerned stock pieces that are already used are momently deleted.
If no more cutting pattern can be generated but some order production lower bounds

remain unsatisfied, we incorporate a penalty in the heuristic solution.
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7 The Overall Algorithm and Computational Results

In Table 4, we summarize the overall approach to our cutting problem. At the outset, we
generate horizontal combinations and the blocks associated with the generating elements
of the vertical combinations. Then, we use a column generation procedure to solve the
LP relaxation of the master formulation, but we stop the procedure before its completion
if our heuristic generation of cutting patterns fails to produce any negative reduced cost
column. In any case, we obtain a lower bound on the master: the best of the intermediate
Lagrangian bounds (7). Finally, we construct feasible solutions to the cutting problem
using a rounding heuristic that uses the column generation procedure on the residual

problems.

Table 4: The algorithm for solving problem (2) approximately.

Step 0: LB = —0
Step 1: For each £k =1,..., K, generate set Hy (15), and
for each h € Hy, construct the generating set {(nf,n})}—1, .7, (see Table 1)
and the associated blocks (see 17-20).
Step 2: For each £ =1,..., K, generate an initial cutting pattern
using the greedy heuristic presented in Section 5
for dual prices (7, u) = 0.
Initialize the master formulation (2) with the associated columns.
Step 3: Solve the restricted master LP relaxation, record its value Z%,, and
collect the dual solution (7, , o).
Step 4: For each k =1,..., K, compute rc* and 7©*, as explained in Sections 3-5
Step 5: Compute the intermediate lower (7) and update the lower bound LB (8).
Step 6: If no cutting patterns could be generated in step 4, goto Step 8,
else add the generated cutting patterns to the master.
Step 7: If LB < ZE,, goto Step 3.

Step 8: Use the rounding heuristic of Section 6 to produce a good feasible solution.

We have tested this procedure on a set of 12 industrial problems. They are repre-
sentative of the type of instances for which this algorithm was developed. There are
typically many customer orders but they concerns only a few different products. Thus,
once the customer orders have been aggregated by types (order pieces sharing the same

dimensions), one is left with only a few order types. In Table 5, we give the size of the
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12 instances considered along with our computational results. The column headers read
as follows: pr is the problem reference, n is the number of different order types, K is the
number of stock pieces, blocks is the total number of blocks generated at the outset for
all horizontal combinations, CP is the number of cutting patterns that were generated in
solving the instance, mast is the number of resolution of the restricted master LP, sp is
the total number of resolution of column generation subproblems for all stock pieces, LB
is the lower bound we obtained, UB is the value of our best feasible solution, Ogap is
the optimality gap, perW is the percentage of wasted material in our best feasible solu-
tion, time is the cpu time in seconds on our PC (Pentium MMX, 233Mhz), Tma is the
percentage of this time spent in solving master LPs, and T'sp is the percentage spent in
solving the pattern generation subproblems. The algorithm was implemented in C. The

linear programs are solved using Xpress-mp callable library (Xpress-mp V10, 1997).

Table 5: Computational results for industrial problems on a PC (Pentium MMX, 233Mhz).

pr n K blocks CP | mast Sp LB UB Ogap perW | time Tma Tsp
pl 2 2 8 10 9 11| -1.63 582 393 3.07| 1.07v 37.7 84
p2 4 2 84 19 18 15| 50.25 2877 88.70  23.5| 2.55 32.1 42.0
p3 4 5 101 43 23 78 | 1391 5258 211 286 | 3.86 28.5 51.8
p4 6 3 151 27 15 34 | -36.15 12.14 14.21  3.57 | 5.51 12.8 T74.1
pd 7 3 22 45 | 120 271 | -2340 1312 144 339 | 718 784 9.2
pb6 5 4 199 128 79 173 ] 90.73 281.1 202 298| 21.0 18.6 76.7
p7 8 4 1743 33 12 40 | -5.76 6.19 1288 6.62 | 94.8 0.6 93.0
p8 |16 5 2349 121 59 173 1.06 92.08 293 296 | 136 2.2 94.0
p9 |11 4 1000 355 | 136 382 | -2.89 43.13 521 2.52| 340 2.4 96.8
plo | 27 3 666 1683 | 875 2616 752 750 731 787 | 78 23.0 76.3
pll |16 12 2349 442 | 135 1278 | -6.12 1948 2.51 1.91 | 948 1.1 97.7
pl2 | 17 12 2593 915 | 217 1782 | 11.58 144.5 3.47  2.33 | 2010 1.7 976

The objective function of our problem is quite peculiar as it is the difference between
the value of the resources that are used and the value of the production. When values
are equal to surface area and there are no fixed cost nor incurred penalties, this measure
represent waste and should be close to zero. If the order value per unit of area are larger
than those of the resources, this difference can be negative. In the presence of fixed costs

and penalties, the objective value is greater than pure waste. In this context, it is difficult
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to identify benchmarks in order to evaluate the quality of our solutions. However, we
propose to use two criteria for this assessment: the optimality gap and the percentage
waste. The former, denoted Ogap, is the difference between our upper bound and our
lower bound divided by the value of the minimum required production and multiplied by
100. Indeed, it made no sense to divide this difference by an estimation of the optimal
objective value (as it is usually done), since the latter is close to zero. Similarly, the
percentage waste, denoted perW , is a measure of the waste as a percentage of the area of

the required order pieces (minimum production).

Thus, Ogap is a measure of the optimality gap relative to the value of a minimal pro-
duction: a gap of % says that our solution might be away from the optimum by a value
equal to % of the minimum total order value. Comparing the optimality gap (resp. the
waste) to the actual production value (resp. area) or the used stock piece value (resp.
area) would have lead to smaller gaps (resp. percentage waste) but these benchmarks are
not constant for the problem instance. For the instance p9, the percentage waste of 2.52%
reduced to 1.88% if waste is compared to the area of the used stock pieces. Although
the objective was not to minimise pure waste, the percentage waste measure is reported
because it complements our assessment. Indeed, setting fixed costs or values may be a
difficult exercise and somewhat arbitrary; so the percentage waste gives an idea of the

quality of the solution, ignoring these settings.

In the results of Table 5, the optimality gap is less than 4% for half of the instances,
giving us good confidence in the quality of those solutions. On the other hand, for a
quarter of the instances, the optimality gap is so large that we have no means of assessing
our solution. The explanation could be that we did not get a good Lagrangian lower
bound because the column generation procedure was truncated too early or that our
incumbent solution is poor. The results also indicates that the number of blocks does not
blow up with the problem size, but the computational times do increase significantly with
the number of stock pieces. On difficult problems, more than 90% of the time is spent in

generating cutting patterns.

8 Extensions

There are several additional practical issues that have later been incorporated in our
model and that required only minor adaptations to our solution approach. If there are

identical stock pieces with the same dimensions, the RHS of constraints (5) represent the
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number of copies of stock piece of type k£ and the master variables are integer variables
not restricted to zero or one (then, in the rounding heuristic, we take the LP solution
rounded down as an initial partial solution). If there are multiple cutting machines that
differ in their characteristics (setup waste, maximum number of knife, etc), we generate
patterns for each of them individually. (Moreover, machine capacities could be taken into
account, by incorporating such constraints in the master). The stock piece might have
defaults; each default results in an area of the stock piece that cannot be used to produce
order pieces. Our approach can take into account large defaults that result either in a
lost slit along the length of the stock piece or in a lost piece of width equal to that of the
stock piece. In the former case, we generate horizontal combinations that can fit around
the lost slits. In the case of a lost piece along the width, we generate sections up to the
default area and then continue to generate sections beyond the default area in the heuris-
tic that generates cutting patterns, while for the LP solution of the column generation

subproblem, we simply account for the lost length.

Restriction (iv) that says in particular that a section should not involved more than 2
order types, is central to our solution approach. However, it can be relaxed slightly. Our
treatment of the vertical combinations of order pieces remains valid for sections involving
more than 2 order types provided that no more than 2 order lengths are involved (the
restriction of not more than 1 order type per slit remaining in place). Thus we could
work with horizontal combinations involving more than 2 order types but only two order
lengths. In practical applications, one often finds products that share the same length

but differ by their width; thus this extension is not insignificant.

The algorithm that we presented could be used at each node of a branch-and-bound
tree for an exact resolution of our cutting problem. For the application that motivated
this study, it did not seem necessary to strike for optimality given that the setting of
values and fixed cost is somewhat arbitrary. Moreover, the response time of the optimiser
was an important consideration. In any case, the rounding heuristic can be assimilated to
a heuristic tree search (where only a few branches are explored). They are however several
branching rules that would be well suited for this problem and are compatible with our
solution approach. We would suggest enforcing the following rules in order. First, check
that the order production is integer, else branch by redefining the production interval
for the order concerned. Then, enforce that the total number of cutting pattern should
be integer, branch by deciding whether a stock piece is used, branch on the number of
cutting patterns involving z setups, or a return to stock, branch on the number of pat-

terns producing a given product, or a given pair of product, or using a specific horizontal
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combination. The dual variables associated with those branching constraints can all be

taken into account in our approach to generating patterns.

9 Conclusions

This study is an attempt at bridging the gap between the exact optimisation of “pure”
models that over-simplify cutting problems, on one hand, and the myopic heuristics com-
monly used for realistic models on the other hand. The algorithm presented here has
served as a base for a industrial optimiser. Before it was introduced, a greedy procedure
was used to solve the cutting problem manually: a good cutting pattern was constructed
and used as many times as possible, then the same approach was reiterated on the resid-
ual problem. Compared to those solutions, the algorithm proposed here yielded small
improvements on small (easy) instances but larger improvements for difficult instances.
The order of magnitude of the some significant improvements can be given by two ex-
amples: a reduction from 5% waste to 2% was observed on an instance that was solved
in 7 seconds, while, a reduction from 18% waste to 1.8% was observed on an instance
that was solved in 4 minutes. Of course, the industrial objective is not just to minimise
waste, but it is also to minimise handling (return to stock, knife changes, and the like),
and maximize customer satisfaction. The flexibility build into our algorithm through the
setting of the values and fixed costs was welcome to balance these different objectives of
the business. However, finding good settings for this parameters required some expertise.
Thus, such an algorithm remains only a tool to help in the construction of satisfactory

solutions for the cutting problem on hand.

From a math programmer point of view, the approach developed for this problem is
original in its use of nested column generation procedures. The underlying principle is
simple: it is to take a difficult problem and to break it down to pieces that are tractable
to solve, but the breaking-up (decomposition) must be done in such a way that the so-
lutions to the pieces can be recombined into solutions for the original problem (through
the column generation mechanism). Our approach can be seen as a heuristic based on
the tools of exact optimisation. Compared to greedy heuristics that are traditionally used
for cutting problems (construct a good pattern and use it as many times as feasible, then
reiterate on the residual problem), it is not as myopic. To solve a master problem is to
take a global view at the problem. Greedy heuristics have often attempted to be less

myopic by adapting the values of orders/stock pieces, while this is done automatically
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in a column generation approach through the dual prices. Compared to an approach
based on the exact solution of a formulation that includes a selection of a priori generated
patterns (that are believed to be “good” patterns), the dynamic generation used in our
approach as obvious advantages. First, a set of a priori generated patterns might not
even allow to generate a feasible solution, while a dynamic generation shall eventually
generate the “missing” patterns. More importantly, patterns that have been generated a
priori because they seemed to be “good” for the global problem are not necessarily “good”
for the residual problem that results from fixing part of the solution (through branching
or in the rounding heuristic), while the dynamic generation will provide patterns for the

residual problem.
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